**import** pandas **as** pd

**import** cv2

**import** numpy **as** np

**import** os

**from** random **import** shuffle

**from** tqdm **import** tqdm

**import** scipy

**import** skimage

**from** skimage.transform **import** resize

**from** sklearn.model\_selection **import** train\_test\_split

print(os**.**listdir("cancer/"))

['train', 'test', 'val', '.DS\_Store']

In [4]:

print(os**.**listdir("cancer/train"))

['Cancer', 'Normal']

In [5]:

TRAIN\_DIR **=** "cancer/train/"

TEST\_DIR **=** "cancer/test/"

In [6]:

*#Preprocessing*

**def** get\_label(Dir):

**for** nextdir **in** os**.**listdir(Dir):

**if** **not** nextdir**.**startswith('.'):

**if** nextdir **in** ['NORMAL']:

label **=** 0

**elif** nextdir **in** ['CANCER']:

label **=** 1

**else**:

label **=** 2

**return** nextdir, label

In [7]:

**def** preprocessing\_data(Dir):

X **=** []

y **=** []

**for** nextdir **in** os**.**listdir(Dir):

nextdir, label **=** get\_label(Dir)

temp **=** Dir **+** nextdir

**for** image\_filename **in** tqdm(os**.**listdir(temp)):

path **=** os**.**path**.**join(temp **+** '/' , image\_filename)

img **=** cv2**.**imread(path,cv2**.**IMREAD\_GRAYSCALE)

**if** img **is** **not** **None**:

img **=** skimage**.**transform**.**resize(img, (150, 150, 3))

img **=** np**.**asarray(img)

X**.**append(img)

y**.**append(label)

X **=** np**.**asarray(X)

y **=** np**.**asarray(y)

**return** X,y

In [7]:

*#X\_train, y\_train = preprocessing\_data(TRAIN\_DIR)*

In [8]:

**def** get\_data(Dir):

X **=** []

y **=** []

**for** nextDir **in** os**.**listdir(Dir):

**if** **not** nextDir**.**startswith('.'):

**if** nextDir **in** ['NORMAL']:

label **=** 0

**elif** nextDir **in** ['CANCER']:

label **=** 1

**else**:

label **=** 2

temp **=** Dir **+** nextDir

**for** file **in** tqdm(os**.**listdir(temp)):

img **=** cv2**.**imread(temp **+** '/' **+** file)

**if** img **is** **not** **None**:

img **=** skimage**.**transform**.**resize(img, (150, 150, 3))

*#img\_file = scipy.misc.imresize(arr=img\_file, size=(150, 150, 3))*

img **=** np**.**asarray(img)

X**.**append(img)

y**.**append(label)

X **=** np**.**asarray(X)

y **=** np**.**asarray(y)

**return** X,y

In [10]:

X\_train, y\_train **=** get\_data(TRAIN\_DIR)

100%|██████████| 2478/2478 [00:27<00:00, 23.64it/s]

100%|██████████| 2483/2483 [00:39<00:00, 63.38it/s]

In [11]:

X\_test , y\_test **=** get\_data(TEST\_DIR)

100%|██████████| 620/620 [00:17<00:00, 35.22it/s]

100%|██████████| 620/620 [00:15<00:00, 40.49it/s]

In [12]:

print(X\_train**.**shape,'\n',X\_test**.**shape)

(4961, 150, 150, 3)

(1240, 150, 150, 3)

In [13]:

print(y\_train**.**shape,'\n',y\_test**.**shape)

(4961,)

(1240,)

In [12]:

**from** keras.utils.np\_utils **import** to\_categorical

y\_train **=** to\_categorical(y\_train, 2)

y\_test **=** to\_categorical(y\_test, 2)

Using TensorFlow backend.

In [13]:

print(y\_train**.**shape,'\n',y\_test**.**shape)

(4961,)

(1240,)

In [14]:

Pimages **=** os**.**listdir(TRAIN\_DIR **+** "CANCER")

Nimages **=** os**.**listdir(TRAIN\_DIR **+** "NORMAL")

In [15]:

**import** matplotlib.pyplot **as** plt

**def** plotter(i):

imagep1 **=** cv2**.**imread(TRAIN\_DIR**+**"CANCER/"**+**Pimages[i])

imagep1 **=** skimage**.**transform**.**resize(imagep1, (150, 150, 3) , mode **=** 'reflect')

imagen1 **=** cv2**.**imread(TRAIN\_DIR**+**"NORMAL/"**+**Nimages[i])

imagen1 **=** skimage**.**transform**.**resize(imagen1, (150, 150, 3))

pair **=** np**.**concatenate((imagen1, imagep1), axis**=**1)

print("(Left) - No CANCER Vs (Right) - CANCER")

print("-----------------------------------------------------------------------------------------------------------------------------------")

plt**.**figure(figsize**=**(10,5))

plt**.**imshow(pair)

plt**.**show()

**for** i **in** range(0,5):

plotter(i)

(Left) - No CANCER Vs (Right) - CANCER

-----------------------------------------------------------------------------------------------------------------------------------

(Left) - No CANCER Vs (Right) - CANCER

-----------------------------------------------------------------------------------------------------------------------------------

(Left) - No CANCER Vs (Right) - CANCER

-----------------------------------------------------------------------------------------------------------------------------------

(Left) - No CANCER Vs (Right) - CANCER

-----------------------------------------------------------------------------------------------------------------------------------

(Left) - No CANCER Vs (Right) - CANCER

-----------------------------------------------------------------------------------------------------------------------------------

In [16]:

**from** sklearn.model\_selection **import** train\_test\_split

**from** sklearn **import** metrics

**from** sklearn.metrics **import** accuracy\_score

*#function*

**def** train\_test\_rmse(x,y):

x **=** Iris\_data[x]

y **=** Iris\_data[y]

X\_train, X\_test, y\_train, y\_test **=** train\_test\_split(x, y, test\_size **=** 0.2,random\_state**=**123)

linreg **=** LinearRegression()

linreg**.**fit(X\_train, y\_train)

y\_pred **=** linreg**.**predict(X\_test)

print(accuracy\_score(y\_test, y\_pred)) *# or you can save it in variable and return it*

**return** np**.**sqrt(metrics**.**mean\_squared\_error(y\_test, y\_pred))

In [17]:

**import** seaborn **as** sns

count **=** y\_train**.**sum(axis **=** 0)

sns**.**countplot(x **=** count)

Out[17]:

**![](data:image/png;base64,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)**

In [18]:

**from** keras.callbacks **import** ReduceLROnPlateau , ModelCheckpoint

lr\_reduce **=** ReduceLROnPlateau(monitor**=**'val\_acc', factor**=**0.1, epsilon**=**0.0001, patience**=**1, verbose**=**1)

/home/neuzan/Programs/anaconda3/envs/DeepL/lib/python3.6/site-packages/keras/callbacks.py:1065: UserWarning: `epsilon` argument is deprecated and will be removed, use `min\_delta` instead.

warnings.warn('`epsilon` argument is deprecated and '

In [19]:

filepath**=**"weights.hdf5"

checkpoint **=** ModelCheckpoint(filepath, monitor**=**'val\_acc', verbose**=**1, save\_best\_only**=True**, mode**=**'max')

In [20]:

**from** keras.models **import** Sequential

**from** keras.layers **import** Dense , Activation

**from** keras.layers **import** Dropout

**from** keras.layers **import** Flatten

**from** keras.constraints **import** maxnorm

**from** keras.optimizers **import** SGD , RMSprop

**from** keras.layers **import** Conv2D , BatchNormalization

**from** keras.layers **import** MaxPooling2D

**from** keras.utils **import** np\_utils

**from** keras **import** backend **as** K

K**.**set\_image\_dim\_ordering('th')

**from** sklearn.model\_selection **import** GridSearchCV

**from** keras.wrappers.scikit\_learn **import** KerasClassifier

In [21]:

*#X\_train=X\_train.reshape(5216,3,150,150)*

*#X\_test=X\_test.reshape(624,3,150,150)*

In [22]:

model **=** Sequential()

model**.**add(Conv2D(16, (3, 3), activation**=**'relu', padding**=**"same", input\_shape**=**(150,150,3)))

model**.**add(Conv2D(16, (3, 3), padding**=**"same", activation**=**'relu'))

model**.**add(Conv2D(32, (3, 3), activation**=**'relu', padding**=**"same"))

model**.**add(Conv2D(32, (3, 3), padding**=**"same", activation**=**'relu'))

model**.**add(Conv2D(64, (3, 3), activation**=**'relu', padding**=**"same"))

model**.**add(Conv2D(64, (3, 3), padding**=**"same", activation**=**'relu'))

model**.**add(MaxPooling2D(pool\_size**=**(2, 2)))

model**.**add(Flatten())

model**.**add(Dense(64, activation**=**'relu'))

model**.**add(Dropout(0.2))

model**.**add(Dense(2 , activation**=**'sigmoid'))

model**.**compile(loss**=**'binary\_crossentropy',

optimizer**=**RMSprop(lr**=**0.00005),

metrics**=**['accuracy'])

print(model**.**summary())

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Layer (type) Output Shape Param #

=================================================================

conv2d\_1 (Conv2D) (None, 16, 150, 3) 21616

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

conv2d\_2 (Conv2D) (None, 16, 150, 3) 2320

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

conv2d\_3 (Conv2D) (None, 32, 150, 3) 4640

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

conv2d\_4 (Conv2D) (None, 32, 150, 3) 9248

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

conv2d\_5 (Conv2D) (None, 64, 150, 3) 18496

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

conv2d\_6 (Conv2D) (None, 64, 150, 3) 36928

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

max\_pooling2d\_1 (MaxPooling2 (None, 64, 75, 1) 0

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

flatten\_1 (Flatten) (None, 4800) 0

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

dense\_1 (Dense) (None, 64) 307264

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

dropout\_1 (Dropout) (None, 64) 0

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

dense\_2 (Dense) (None, 2) 130

=================================================================

Total params: 400,642

Trainable params: 400,642

Non-trainable params: 0

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

None

In [23]:

batch\_size **=** 256

epochs **=** 10

In [24]:

history **=** model**.**fit(X\_train, y\_train, validation\_data **=** (X\_test , y\_test) ,callbacks**=**[lr\_reduce,checkpoint] ,

epochs**=**epochs)

Train on 5216 samples, validate on 624 samples

Epoch 1/10

5216/5216 [==============================] - 12s 2ms/step - loss: 0.5063 - acc: 0.7597 - val\_loss: 0.4808 - val\_acc: 0.7780

Epoch 00001: val\_acc improved from -inf to 0.77804, saving model to weights.hdf5

Epoch 2/10

5216/5216 [==============================] - 6s 1ms/step - loss: 0.2925 - acc: 0.8792 - val\_loss: 0.6008 - val\_acc: 0.7252

Epoch 00002: ReduceLROnPlateau reducing learning rate to 4.999999873689376e-06.

Epoch 00002: val\_acc did not improve from 0.77804

Epoch 3/10

5216/5216 [==============================] - 6s 1ms/step - loss: 0.2312 - acc: 0.9042 - val\_loss: 0.5019 - val\_acc: 0.7780

Epoch 00003: ReduceLROnPlateau reducing learning rate to 4.999999873689376e-07.

Epoch 00003: val\_acc did not improve from 0.77804

Epoch 4/10

5216/5216 [==============================] - 6s 1ms/step - loss: 0.2249 - acc: 0.9077 - val\_loss: 0.4912 - val\_acc: 0.7821

Epoch 00004: val\_acc improved from 0.77804 to 0.78205, saving model to weights.hdf5

Epoch 5/10

5216/5216 [==============================] - 7s 1ms/step - loss: 0.2243 - acc: 0.9097 - val\_loss: 0.4968 - val\_acc: 0.7796

Epoch 00005: ReduceLROnPlateau reducing learning rate to 4.999999987376214e-08.

Epoch 00005: val\_acc did not improve from 0.78205

Epoch 6/10

5216/5216 [==============================] - 7s 1ms/step - loss: 0.2251 - acc: 0.9078 - val\_loss: 0.4975 - val\_acc: 0.7796

Epoch 00006: ReduceLROnPlateau reducing learning rate to 5.000000058430488e-09.

Epoch 00006: val\_acc did not improve from 0.78205

Epoch 7/10

5216/5216 [==============================] - 7s 1ms/step - loss: 0.2224 - acc: 0.9094 - val\_loss: 0.4974 - val\_acc: 0.7796

Epoch 00007: ReduceLROnPlateau reducing learning rate to 4.999999969612646e-10.

Epoch 00007: val\_acc did not improve from 0.78205

Epoch 8/10

5216/5216 [==============================] - 7s 1ms/step - loss: 0.2255 - acc: 0.9078 - val\_loss: 0.4974 - val\_acc: 0.7796

Epoch 00008: ReduceLROnPlateau reducing learning rate to 4.999999858590343e-11.

Epoch 00008: val\_acc did not improve from 0.78205

Epoch 9/10

5216/5216 [==============================] - 7s 1ms/step - loss: 0.2243 - acc: 0.9085 - val\_loss: 0.4974 - val\_acc: 0.7796

Epoch 00009: ReduceLROnPlateau reducing learning rate to 4.999999719812465e-12.

Epoch 00009: val\_acc did not improve from 0.78205

Epoch 10/10

5216/5216 [==============================] - 7s 1ms/step - loss: 0.2242 - acc: 0.9088 - val\_loss: 0.4974 - val\_acc: 0.7796

Epoch 00010: ReduceLROnPlateau reducing learning rate to 4.999999546340118e-13.

Epoch 00010: val\_acc did not improve from 0.78205

In [34]:

model**.**save('mymodel.h5')

In [27]:

**import** matplotlib.pyplot **as** plt

**from** keras.models **import** load\_model

plt**.**plot(history**.**history['acc'])

plt**.**plot(history**.**history['val\_acc'])

plt**.**title('model accuracy')

plt**.**ylabel('accuracy')

plt**.**xlabel('epoch')

plt**.**legend(['train', 'test'], loc**=**'upper left')

plt**.**show()

*# summarize history for loss*

plt**.**plot(history**.**history['loss'])

plt**.**plot(history**.**history['val\_loss'])

plt**.**title('model loss')

plt**.**ylabel('loss')

plt**.**xlabel('epoch')

plt**.**legend(['train', 'test'], loc**=**'upper left')

plt**.**show()
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In [28]:

**from** sklearn.metrics **import** confusion\_matrix

pred **=** model**.**predict(X\_test)

pred **=** np**.**argmax(pred,axis **=** 1)

y\_true **=** np**.**argmax(y\_test,axis **=** 1)

In [29]:

CM **=** confusion\_matrix(y\_true, pred)

**from** mlxtend.plotting **import** plot\_confusion\_matrix

fig, ax **=** plot\_confusion\_matrix(conf\_mat**=**CM , figsize**=**(5, 5))

plt**.**show()

**![](data:image/png;base64,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)**

In [16]:

*#PRECISION = (TP/(TP+FP))*

379**/**(379**+**126)

Out[16]:

0.7504950495049505

In [17]:

*#RECALL = (TP/(TP+FN))*

379 **/** (379 **+** 11)

Out[17]:

0.9717948717948718

In [18]:

*#ACCURACY = (TP+TN)/(TP+TN+FP+FN)*

(379**+**108)**/**(379**+**108**+**126**+**11)

Out[18]:

0.780448717948718

In [ ]:

**import** cv2

**import** numpy **as** np

**import** os

**from** random **import** shuffle

**from** tqdm **import** tqdm

**import** scipy

**import** skimage

**from** skimage.transform **import** resize

**from** sklearn.model\_selection **import** train\_test\_split

print(os**.**listdir("cancer/"))

['train', 'test', 'val', '.DS\_Store']

In [4]:

print(os**.**listdir("cancer/train"))

['Cancer', 'Normal']

In [5]:

TRAIN\_DIR **=** "cancer/train/"

TEST\_DIR **=** "cancer/test/"

In [6]:

*#Preprocessing*

**def** get\_label(Dir):

**for** nextdir **in** os**.**listdir(Dir):

**if** **not** nextdir**.**startswith('.'):

**if** nextdir **in** ['NORMAL']:

label **=** 0

**elif** nextdir **in** ['CANCER']:

label **=** 1

**else**:

label **=** 2

**return** nextdir, label

In [7]:

**def** preprocessing\_data(Dir):

X **=** []

y **=** []

**for** nextdir **in** os**.**listdir(Dir):

nextdir, label **=** get\_label(Dir)

temp **=** Dir **+** nextdir

**for** image\_filename **in** tqdm(os**.**listdir(temp)):

path **=** os**.**path**.**join(temp **+** '/' , image\_filename)

img **=** cv2**.**imread(path,cv2**.**IMREAD\_GRAYSCALE)

**if** img **is** **not** **None**:

img **=** skimage**.**transform**.**resize(img, (150, 150, 3))

img **=** np**.**asarray(img)

X**.**append(img)

y**.**append(label)

X **=** np**.**asarray(X)

y **=** np**.**asarray(y)

**return** X,y

In [7]:

*#X\_train, y\_train = preprocessing\_data(TRAIN\_DIR)*

In [8]:

**def** get\_data(Dir):

X **=** []

y **=** []

**for** nextDir **in** os**.**listdir(Dir):

**if** **not** nextDir**.**startswith('.'):

**if** nextDir **in** ['NORMAL']:

label **=** 0

**elif** nextDir **in** ['CANCER']:

label **=** 1

**else**:

label **=** 2

temp **=** Dir **+** nextDir

**for** file **in** tqdm(os**.**listdir(temp)):

img **=** cv2**.**imread(temp **+** '/' **+** file)

**if** img **is** **not** **None**:

img **=** skimage**.**transform**.**resize(img, (150, 150, 3))

*#img\_file = scipy.misc.imresize(arr=img\_file, size=(150, 150, 3))*

img **=** np**.**asarray(img)

X**.**append(img)

y**.**append(label)

X **=** np**.**asarray(X)

y **=** np**.**asarray(y)

**return** X,y

In [10]:

X\_train, y\_train **=** get\_data(TRAIN\_DIR)

100%|██████████| 2478/2478 [00:27<00:00, 23.64it/s]

100%|██████████| 2483/2483 [00:39<00:00, 63.38it/s]

In [11]:

X\_test , y\_test **=** get\_data(TEST\_DIR)

100%|██████████| 620/620 [00:17<00:00, 35.22it/s]

100%|██████████| 620/620 [00:15<00:00, 40.49it/s]

In [12]:

print(X\_train**.**shape,'\n',X\_test**.**shape)

(4961, 150, 150, 3)

(1240, 150, 150, 3)

In [13]:

print(y\_train**.**shape,'\n',y\_test**.**shape)

(4961,)

(1240,)

In [12]:

**from** keras.utils.np\_utils **import** to\_categorical

y\_train **=** to\_categorical(y\_train, 2)

y\_test **=** to\_categorical(y\_test, 2)

Using TensorFlow backend.

In [13]:

print(y\_train**.**shape,'\n',y\_test**.**shape)

(4961,)

(1240,)

In [14]:

Pimages **=** os**.**listdir(TRAIN\_DIR **+** "CANCER")

Nimages **=** os**.**listdir(TRAIN\_DIR **+** "NORMAL")

In [15]:

**import** matplotlib.pyplot **as** plt

**def** plotter(i):

imagep1 **=** cv2**.**imread(TRAIN\_DIR**+**"CANCER/"**+**Pimages[i])

imagep1 **=** skimage**.**transform**.**resize(imagep1, (150, 150, 3) , mode **=** 'reflect')

imagen1 **=** cv2**.**imread(TRAIN\_DIR**+**"NORMAL/"**+**Nimages[i])

imagen1 **=** skimage**.**transform**.**resize(imagen1, (150, 150, 3))

pair **=** np**.**concatenate((imagen1, imagep1), axis**=**1)

print("(Left) - No CANCER Vs (Right) - CANCER")

print("-----------------------------------------------------------------------------------------------------------------------------------")

plt**.**figure(figsize**=**(10,5))

plt**.**imshow(pair)

plt**.**show()

**for** i **in** range(0,5):

plotter(i)

(Left) - No CANCER Vs (Right) - CANCER

-----------------------------------------------------------------------------------------------------------------------------------

(Left) - No CANCER Vs (Right) - CANCER

-----------------------------------------------------------------------------------------------------------------------------------

(Left) - No CANCER Vs (Right) - CANCER

-----------------------------------------------------------------------------------------------------------------------------------

(Left) - No CANCER Vs (Right) - CANCER

-----------------------------------------------------------------------------------------------------------------------------------

(Left) - No CANCER Vs (Right) - CANCER

-----------------------------------------------------------------------------------------------------------------------------------

In [16]:

**from** sklearn.model\_selection **import** train\_test\_split

**from** sklearn **import** metrics

**from** sklearn.metrics **import** accuracy\_score

*#function*

**def** train\_test\_rmse(x,y):

x **=** Iris\_data[x]

y **=** Iris\_data[y]

X\_train, X\_test, y\_train, y\_test **=** train\_test\_split(x, y, test\_size **=** 0.2,random\_state**=**123)

linreg **=** LinearRegression()

linreg**.**fit(X\_train, y\_train)

y\_pred **=** linreg**.**predict(X\_test)

print(accuracy\_score(y\_test, y\_pred)) *# or you can save it in variable and return it*

**return** np**.**sqrt(metrics**.**mean\_squared\_error(y\_test, y\_pred))

In [17]:

**import** seaborn **as** sns

count **=** y\_train**.**sum(axis **=** 0)

sns**.**countplot(x **=** count)

Out[17]:

![](data:image/png;base64,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)

In [18]:

**from** keras.callbacks **import** ReduceLROnPlateau , ModelCheckpoint

lr\_reduce **=** ReduceLROnPlateau(monitor**=**'val\_acc', factor**=**0.1, epsilon**=**0.0001, patience**=**1, verbose**=**1)

/home/neuzan/Programs/anaconda3/envs/DeepL/lib/python3.6/site-packages/keras/callbacks.py:1065: UserWarning: `epsilon` argument is deprecated and will be removed, use `min\_delta` instead.

warnings.warn('`epsilon` argument is deprecated and '

In [19]:

filepath**=**"weights.hdf5"

checkpoint **=** ModelCheckpoint(filepath, monitor**=**'val\_acc', verbose**=**1, save\_best\_only**=True**, mode**=**'max')

In [20]:

**from** keras.models **import** Sequential

**from** keras.layers **import** Dense , Activation

**from** keras.layers **import** Dropout

**from** keras.layers **import** Flatten

**from** keras.constraints **import** maxnorm

**from** keras.optimizers **import** SGD , RMSprop

**from** keras.layers **import** Conv2D , BatchNormalization

**from** keras.layers **import** MaxPooling2D

**from** keras.utils **import** np\_utils

**from** keras **import** backend **as** K

K**.**set\_image\_dim\_ordering('th')

**from** sklearn.model\_selection **import** GridSearchCV

**from** keras.wrappers.scikit\_learn **import** KerasClassifier

In [21]:

*#X\_train=X\_train.reshape(5216,3,150,150)*

*#X\_test=X\_test.reshape(624,3,150,150)*

In [22]:

model **=** Sequential()

model**.**add(Conv2D(16, (3, 3), activation**=**'relu', padding**=**"same", input\_shape**=**(150,150,3)))

model**.**add(Conv2D(16, (3, 3), padding**=**"same", activation**=**'relu'))

model**.**add(Conv2D(32, (3, 3), activation**=**'relu', padding**=**"same"))

model**.**add(Conv2D(32, (3, 3), padding**=**"same", activation**=**'relu'))

model**.**add(Conv2D(64, (3, 3), activation**=**'relu', padding**=**"same"))

model**.**add(Conv2D(64, (3, 3), padding**=**"same", activation**=**'relu'))

model**.**add(MaxPooling2D(pool\_size**=**(2, 2)))

model**.**add(Flatten())

model**.**add(Dense(64, activation**=**'relu'))

model**.**add(Dropout(0.2))

model**.**add(Dense(2 , activation**=**'sigmoid'))

model**.**compile(loss**=**'binary\_crossentropy',

optimizer**=**RMSprop(lr**=**0.00005),

metrics**=**['accuracy'])

print(model**.**summary())

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Layer (type) Output Shape Param #

=================================================================

conv2d\_1 (Conv2D) (None, 16, 150, 3) 21616

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

conv2d\_2 (Conv2D) (None, 16, 150, 3) 2320

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

conv2d\_3 (Conv2D) (None, 32, 150, 3) 4640

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

conv2d\_4 (Conv2D) (None, 32, 150, 3) 9248

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

conv2d\_5 (Conv2D) (None, 64, 150, 3) 18496

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

conv2d\_6 (Conv2D) (None, 64, 150, 3) 36928

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

max\_pooling2d\_1 (MaxPooling2 (None, 64, 75, 1) 0

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

flatten\_1 (Flatten) (None, 4800) 0

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

dense\_1 (Dense) (None, 64) 307264

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

dropout\_1 (Dropout) (None, 64) 0

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

dense\_2 (Dense) (None, 2) 130

=================================================================

Total params: 400,642

Trainable params: 400,642

Non-trainable params: 0

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

None

In [23]:

batch\_size **=** 256

epochs **=** 10

In [24]:

history **=** model**.**fit(X\_train, y\_train, validation\_data **=** (X\_test , y\_test) ,callbacks**=**[lr\_reduce,checkpoint] ,

epochs**=**epochs)

Train on 5216 samples, validate on 624 samples

Epoch 1/10

5216/5216 [==============================] - 12s 2ms/step - loss: 0.5063 - acc: 0.7597 - val\_loss: 0.4808 - val\_acc: 0.7780

Epoch 00001: val\_acc improved from -inf to 0.77804, saving model to weights.hdf5

Epoch 2/10

5216/5216 [==============================] - 6s 1ms/step - loss: 0.2925 - acc: 0.8792 - val\_loss: 0.6008 - val\_acc: 0.7252

Epoch 00002: ReduceLROnPlateau reducing learning rate to 4.999999873689376e-06.

Epoch 00002: val\_acc did not improve from 0.77804

Epoch 3/10

5216/5216 [==============================] - 6s 1ms/step - loss: 0.2312 - acc: 0.9042 - val\_loss: 0.5019 - val\_acc: 0.7780

Epoch 00003: ReduceLROnPlateau reducing learning rate to 4.999999873689376e-07.

Epoch 00003: val\_acc did not improve from 0.77804

Epoch 4/10

5216/5216 [==============================] - 6s 1ms/step - loss: 0.2249 - acc: 0.9077 - val\_loss: 0.4912 - val\_acc: 0.7821

Epoch 00004: val\_acc improved from 0.77804 to 0.78205, saving model to weights.hdf5

Epoch 5/10

5216/5216 [==============================] - 7s 1ms/step - loss: 0.2243 - acc: 0.9097 - val\_loss: 0.4968 - val\_acc: 0.7796

Epoch 00005: ReduceLROnPlateau reducing learning rate to 4.999999987376214e-08.

Epoch 00005: val\_acc did not improve from 0.78205

Epoch 6/10

5216/5216 [==============================] - 7s 1ms/step - loss: 0.2251 - acc: 0.9078 - val\_loss: 0.4975 - val\_acc: 0.7796

Epoch 00006: ReduceLROnPlateau reducing learning rate to 5.000000058430488e-09.

Epoch 00006: val\_acc did not improve from 0.78205

Epoch 7/10

5216/5216 [==============================] - 7s 1ms/step - loss: 0.2224 - acc: 0.9094 - val\_loss: 0.4974 - val\_acc: 0.7796

Epoch 00007: ReduceLROnPlateau reducing learning rate to 4.999999969612646e-10.

Epoch 00007: val\_acc did not improve from 0.78205

Epoch 8/10

5216/5216 [==============================] - 7s 1ms/step - loss: 0.2255 - acc: 0.9078 - val\_loss: 0.4974 - val\_acc: 0.7796

Epoch 00008: ReduceLROnPlateau reducing learning rate to 4.999999858590343e-11.

Epoch 00008: val\_acc did not improve from 0.78205

Epoch 9/10

5216/5216 [==============================] - 7s 1ms/step - loss: 0.2243 - acc: 0.9085 - val\_loss: 0.4974 - val\_acc: 0.7796

Epoch 00009: ReduceLROnPlateau reducing learning rate to 4.999999719812465e-12.

Epoch 00009: val\_acc did not improve from 0.78205

Epoch 10/10

5216/5216 [==============================] - 7s 1ms/step - loss: 0.2242 - acc: 0.9088 - val\_loss: 0.4974 - val\_acc: 0.7796

Epoch 00010: ReduceLROnPlateau reducing learning rate to 4.999999546340118e-13.

Epoch 00010: val\_acc did not improve from 0.78205

In [34]:

model**.**save('mymodel.h5')

In [27]:

**import** matplotlib.pyplot **as** plt

**from** keras.models **import** load\_model

plt**.**plot(history**.**history['acc'])

plt**.**plot(history**.**history['val\_acc'])

plt**.**title('model accuracy')

plt**.**ylabel('accuracy')

plt**.**xlabel('epoch')

plt**.**legend(['train', 'test'], loc**=**'upper left')

plt**.**show()

*# summarize history for loss*

plt**.**plot(history**.**history['loss'])

plt**.**plot(history**.**history['val\_loss'])

plt**.**title('model loss')

plt**.**ylabel('loss')

plt**.**xlabel('epoch')

plt**.**legend(['train', 'test'], loc**=**'upper left')

plt**.**show()
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In [28]:

**from** sklearn.metrics **import** confusion\_matrix

pred **=** model**.**predict(X\_test)

pred **=** np**.**argmax(pred,axis **=** 1)

y\_true **=** np**.**argmax(y\_test,axis **=** 1)

In [29]:

CM **=** confusion\_matrix(y\_true, pred)

**from** mlxtend.plotting **import** plot\_confusion\_matrix

fig, ax **=** plot\_confusion\_matrix(conf\_mat**=**CM , figsize**=**(5, 5))

plt**.**show()
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In [16]:

*#PRECISION = (TP/(TP+FP))*

379**/**(379**+**126)

Out[16]:

0.7504950495049505

In [17]:

*#RECALL = (TP/(TP+FN))*

379 **/** (379 **+** 11)

Out[17]:

0.9717948717948718

In [18]:

*#ACCURACY = (TP+TN)/(TP+TN+FP+FN)*

(379**+**108)**/**(379**+**108**+**126**+**11)

Out[18]:

0.780448717948718

In [ ]: